**6.1 Repaso de temas pasados**

A continuación dejamos unos links a unos videos sobre un par de ejercicios de la clase 5:

1. Ejercicio [Ejercicio 5.2](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/05_Random_Plt_Dbg/01_Random.md" \l "ejercicio-52-generala-no-necesariamente-servida) sobre la probabilidad de obtener una generala no servida resuelto por [Matias](https://youtu.be/D_mipwwZjhM) y por [Rafael](https://youtu.be/c2SO3-iSd04).
2. Ejercicio [Ejercicio 5.14](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/05_Random_Plt_Dbg/03_Figuritas.md" \l "ejercicio-514) del [álbum de Figuritas](https://youtu.be/lSVNxPoRLJA)

**Análisis de alternativas para *propagar***

Los siguientes tres ejercicios proponen diferentes soluciones al [Ejercicio 4.6](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/04_Listas_y_Listas/02_IteradoresLista.md#ejercicio-46-propagaci%C3%B3n) de propagación del fuego. Vamos a analizar sus diferencias y comenzar a pensar en su eficiencia. Algunas soluciones tienen errores que deberás corregir oportunamente. ¡Usá el debugger de Python!

*Observación: Cuando te pidamos que cuentes cuántas operaciones hace una función, no nos va a importar el detalle de las constantes. Por ejemplo: si una función para una entrada de largo n hace n+2 operaciones y otra hace 3n+5 nos va a importar que ambas hacen una cantidad****lineal****de operaciones en el tamaño de la entrada, pero no las constantes 2, 3 y 5 que figuran en cada caso. Diremos que la cantidad de operaciones es O(n) (se lee 'o de n'). En cambio, sí vamos a hacer una diferencia si una función hace n y otra hace n^2 operaciones (una va a tener complejidad O(n) y la otra O(n^2)). Volveremos sobre estos temas más adelante.*

**Ejercicio 6.1: Propagar por vecinos**

El siguiente código propaga el fuego de cáda fósforo encendido a sus vecinos inmediatos (si son fósforos nuevos) a lo largo de toda la lista. Y repite esta operación mientras sea necesario. ¿Te animás a estimar cuántas operaciones puede tener que hacer, en el peor caso?

def propagar\_al\_vecino(l):

modif = False

n = len(l)

for i,e in enumerate(l):

if e==1 and i<n-1 and l[i+1]==0:

l[i+1] = 1

modif = True

if e==1 and i>0 and l[i-1]==0:

l[i-1] = 1

modif = True

return modif

def propagar(l):

m = l.copy()

veces=0

while propagar\_al\_vecino(l):

veces += 1

print(f"Repetí {veces} veces la función propagar\_al\_vecino.")

print(f"Con input {m}")

print(f"Y obtuve {l}")

return m

#%%

propagar([0,0,0,0,1])

propagar([0,0,1,0,0])

propagar([1,0,0,0,0])

**Preguntas:**

1. ¿Por qué los tests l[i+1]==0 y l[i-1]==0 de la función propagar\_al\_vecino no causan un IndexError en los bordes de la lista?
2. ¿Por qué propagar([0,0,0,0,1]) y propagar([1,0,0,0,0]), siendo entradas perfectamente simétricas, no generan la misma cantidad de repeticiones de llamadas a la función propagar\_al\_vecino?
3. Sobre la complejidad. Si te sale, calculá:
   * ¿Cuántas veces como máximo se puede repetir el ciclo while en una lista de largo n?
   * ¿Cuántas operaciones hace "propagar\_al\_vecino" en una lista de largo n?
   * Entonces, ¿cuántas operaciones hace como máximo esta versión de propagar en una lista de largo n? ¿Es un algoritmo de complejidad lineal o cuadrática?

**Ejercicio 6.2: Propagar por como el auto fantástico**

El siguiente código propaga el fuego inspirado en las luces del [auto fantástico](https://youtu.be/oNeQi8-PXAU?t=11).

def propagar\_a\_derecha(l):

n = len(l)

for i,e in enumerate(l):

if e==1 and i<n-1:

if l[i+1]==0:

l[i+1] = 1

return l

#%

def propagar\_a\_izquierda(l):

return propagar\_a\_derecha(l[::-1])[::-1]

#%

def propagar(l):

ld=propagar\_a\_derecha(l)

lp=propagar\_a\_izquierda(ld)

return lp

#%%

l = [0,0,0,-1,1,0,0,0,-1,0,1,0,0]

print("Estado original: ",l)

print("Porpagando...")

lp=propagar(l)

print("Estado original: ",l)

print("Estado propagado: ",lp)

**Preguntas:**

1. ¿Por qué se modificó la lista original?
2. ¿Por qué no quedó igual al estado propagado?
3. Corregí el código para que no cambie la lista de entrada.
4. ¿Cuántas operaciones hace como máximo propagar\_a\_derecha en una lista de largo n?
5. Sabiendo que invertir una lista ([::-1]) requiere una cantidad lineal de operaciones en la longitud de la lista ¿Cuántas operaciones hace como máximo propagar en una lista de largo n?

**Ejercicio 6.3: Propagar con cadenas**

Esta versión usa métodos de *cadenas* para resolver el problema separando los fósforos en *grupos sin fósforos quemados* y analizando cada grupo. Sin embargo algo falla...

def trad2s(l):

'''traduce una lista con 1,0 y -1

a una cadena con 'f', 'o' y 'x' '''

d={1:'f', 0 :'o', -1:'x'}

s=''.join([d[c] for c in l])

return s

def trad2l(ps):

'''traduce cadena con 'f', 'o' y 'x'

a una lista con 1,0 y -1'''

inv\_d={'f':1, 'o':0, 'x':-1}

l = [inv\_d[c] for c in ps]

return l

def propagar(l, debug = True):

s = trad2s(l)

if debug:

print(s)#, end = ' -> ')

W=s.split('x')

PW=[w if ('f' not in w) else 'f'\*len(w) for w in W]

ps=''.join(PW)

if debug:

print(ps)

return trad2l(ps)

#%%

l = [0,0,0,-1,1,0,0,0,-1,0,1,0,0]

lp = propagar(l)

print("Estado original: ",l)

print("Estado propagado: ",lp)

**Preguntas:**

1. ¿Porqué se acorta la lista?
2. ¿Podés corregir el error agregando un solo caracter al código?
3. ¿Te parece que este algoritmo es cuadrático como el [Ejercicio 6.1](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/01_Repaso.md#ejercicio-61-propagar-por-vecinos) o lineal como el [Ejercicio 6.2](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/01_Repaso.md#ejercicio-62-propagar-por-como-el-auto-fant%C3%A1stico)?

**6.2 Scripting**

En esta sección profundizaremos en el proceso de crear scripts en Python. Esta y las próximas secciones tienen un [video](https://youtu.be/spjiuud3dQ4) asociado que podés ver antes de leer este texto.

**¿Qué es un script?**

Un *script* es un programa que ejecuta una serie de comandos y termina. *Programa* en el sentido clásico de la palabra: una secuencia de eventos. Su traducción literal es **guión**, como el guión de una película, con introducción, nudo y desenlace.

# programa.py

comando1

comando2

comando3

...

Hasta aquí mayormente hemos escrito scripts.

**Un problema**

Cuando hayas escrito un script útil, éste va a comenzar a crecer en funciones y opciones. Vas a querer aplicarlo a otros problemas. Con el tiempo puede convertirse en un programa esencial, pero si no lo cuidás puede convertirse en un lío enorme, en un gran embrollo. Veamos como lo organizamos.

**Definir nombres**

Los nombres deben estar definidos antes de usarse.

def cuadrado (x):

return x\*x

a = 42

b = a + 2 # Requiere que 'a' haya sido definido antes.

z = cuadrado (b) # Requiere que 'cuadrado' y 'b' estén definidos.

**El orden importa.** Casi siempre definimos las variables y las funciones al comienzo.

**Definir funciones**

Es muy útil agrupar todo el código relevante a una misma *tarea* en el mismo lugar. Para eso sirven las funciones.

def leer\_precios(nombre\_archivo):

precios = {}

with open(nombre\_archivo) as f:

f\_csv = csv.reader(f)

for linea in f\_csv:

precios[linea[0]] = float(linea[1])

return precios

Una función simplifica las operaciones repetitivas.

preciosviejos = leer\_precios('preciosviejos.csv')

preciosnuevos = leer\_precios('preciosnuevos.csv')

**¿Qué es una función?**

Una función es una secuencia de comandos, con un nombre.

def nombrefunc(args):

comando

comando

...

return resultado

*Cualquier* comando de Python puede usarse dentro de una función.

def foo():

import math

print(math.sqrt(2))

help(math)

No existen comandos *especiales* en Python (lo cual es muy fácil de recordar).

**Dónde definir funciones**

En Python podemos *definir* funciones en cualquier orden.

def foo(x):

bar(x)

def bar(x):

comandos

# OR

def bar(x):

comandos

def foo(x):

bar(x)

El único requisito es que la función esté definida al momento de ser *usada* (o llamada) durante la ejecución de un programa.

foo(3) # foo tiene que haber sido definida antes

El estilo que preferimos es definir funciones desde abajo hacia arriba ("*bottom-up*")

**El estilo *Bottom-Up***

Este estilo trata a las funciones como ladrillos. Los ladrillos simples ó más pequeños se definen primero, y luego se usan para armar funciones más complejas.

# miprograma.py

def foo(x):

...

def bar(x):

...

foo(x) # Definida antes

...

def spam(x):

...

bar(x) # Definida antes

...

spam(42) # El código que \*usa\* la función está al final

Las funciones complejas se basan en funciones más simples, definidas antes; aunque esto es sólo una cuestión de estilo. Lo único que realmente importa en ése programa es que la llamada a spam(42) esté después que la declaración de las funciones que éste invoca. El orden de las definiciones puede variar, siempre que sea anterior a su uso real.

**Diseño de funciones**

Lo ideal es que una función sea una *caja negra*. Una función debería operar únicamente sobre los parámetros provistos, evitar variables globales y efectos secundarios no esperados. Hay dos conceptos clave: **Diseño Modular** y **Predecibilidad**.

**Doc-strings**

Es buena costumbre incluir documentación en forma de doc-strings. Un doc-string ó "texto de documentación" es texto ubicado en la línea inmediata después del nombre de la función. El doc-string provee información a quien lee la función, pero también se integra con la función help(), IDEs y otras herramientas de programación y documentación.

def leer\_precios(nombre\_archivo):

'''

Lee precios de un archivo de datos CSV con dos columnas.

La primera columna debe contener un nombre y la segunda un precio.

'''

precios = {}

with open(nombre\_archivo) as f:

f\_csv = csv.reader(f)

for row in f\_csv:

precios[linea[0]] = float(linea[1])

return precios

Un doc-string debe ser conciso e indicar qué hace la función. Si es necesario, podés incluir un ejemplo corto de uso y una descripción de los argumentos.

Veremos también la clase que viene que es posible incluir en el doc-string una descripción de lo que se espera que cumplan los parámetros y lo que garantizamos que cumpla la salida (como un contrato).

**Notas sobre el tipo de datos**

También podés agregar, en la definición de funciones, notas sobre el tipo de datos de los parámetros y de la función.

def leer\_precios(nombre\_archivo: str) -> dict:

'''

Lee precios de un archivo de datos CSV con dos columnas.

La primera columna debe contener un nombre y la segunda un precio.

Devuelve un diccionario {nombre:precio, ...}

'''

precios = {}

with open(nombre\_archivo) as f:

f\_csv = csv.reader(f)

for linea in f\_csv:

precios[linea[0]] = float(linea[1])

return precios

Estas notas no modifican al programa y son puramente informativas. Aún así pueden ser usadas por IDEs, comprobadores de código, y otras herramientas.

Aunque -> dict indica al programador que la función devuelve un diccionario, es útil anotar en el doc-string la estructura del diccionario devuelto.

**Ejercicios**

En el [Ejercicio 3.16](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/03_Datos/05_Formato.md#ejercicio-316-un-desaf%C3%ADo-de-formato) (o el [Ejercicio 3.15](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/03_Datos/05_Formato.md#ejercicio-315-agregar-encabezados)) escribiste un programa llamado tabla\_informe.py que imprime un informe con el balance de compra y venta de frutas en un camión.

El programa tiene algunas funciones, como:

# tabla\_informe.py

import csv

def leer\_camion(nombre\_archivo):

'''

Lee un archivo de lotes en un camión

y lo devuelve como lista de diccionarios con claves

nombre, cajones, precio.

'''

camion = []

with open(nombre\_archivo) as f:

rows = csv.reader(f)

headers = next(rows)

for row in rows:

record = dict(zip(headers, row))

cajon = {

'nombre' : record['nombre'],

'cajones' : int(record['cajones']),

'precio' : float(record['precio'])

}

camion.append(cajon)

return camion

...

Sin embargo había también partes del programa que ejecutaban una serie de cálculos en forma de script. Este código estaba casi al final del programa. Por ejemplo:

...

# Output the informe

headers = ('Nombre', 'Cajones', 'Precio', 'Cambio')

print('%10s %10s %10s %10s' % headers)

print(('-' \* 10 + ' ') \* len(headers))

for row in informe:

print('%10s %10d %10.2f %10.2f' % row)

...

En el siguiente ejercicio vamos a volver a ese programa y organizarlo mejor usando funciones.

**Ejercicio 6.4: Estructurar un programa como una colección de funciones**

Volvé a tu programa tabla\_informe.py y modificalo de modo que todas las operaciones principales, incluyendo cálculos e impresión, sean llevados a cabo por una colección de funciones. Guarda la nueva versión en un archivo informe\_funciones.py. Más específicamente:

* Creá una función imprimir\_informe(informe) que imprima el informe.
* Cambiá la última parte del programa de modo que consista sólo en una serie de llamados a funciones, sin ningún cómputo.

**Ejercicio 6.5: Crear una función de alto nivel para la ejecución del programa.**

Juntá la última parte de tu programa en una única función informe\_camion(nombre\_archivo\_camion, nombre\_archivo\_precios). Deberías obtener una función que al llamarla como sigue, imprima el informe:

informe\_camion('../Data/camion.csv', '../Data/precios.csv')

En su versión final tu programa será una serie de definiciones de funciones seguidos por un único llamado a la funcion informe\_camion() (la cual ejecuta todos los pasos que constituyen tu programa).

Cuando tu programa es una única función, es muy simple ejecutarlo con diferentes entradas. Por ejemplo, después de ejecutar tu programa probá estos comandos en modo interactivo:

>>> informe\_camion('../Data/camion2.csv', '../Data/precios.csv')

... mirá el resultado ...

>>> files = ['../Data/camion.csv', '../Data/camion2.csv']

>>> for name in files:

print(f'{name:-^43s}')

informe\_camion(name, '../Data/precios.csv')

print()

... mirá el resultado ...

>>>

**Comentario**

En Python es muy fácil escribir código en forma de un script relativamente poco estructurado, en el que tenés un archivo que contiene una secuencia de comandos. A la larga, casi siempre es mejor convertir estos scripts en funciones para organizar el código.

En algún momento, si ese script crece, vas a desear haber sido un poco más organizado desde el comienzo. Tratá de organizar tu código en funciones simples. Es un buen principio es que cada función haga una sola cosa sencilla y concreta, que tenga una sola responsabilidad.

**6.3 Funciones**

Aunque ya hablamos sobre funciones, dimos pocos detalles sobre su funcionamiento a un nivel algo más profundo. En esta sección esperamos completar algunos conceptos como convenciones de uso, alcance (*scope*) y otros temas.

**Llamando a una función**

Imaginá la siguiente función:

def leer\_precios(nombre\_archivo, debug):

...

Podés llamar a la función pasando los argumentos por orden:

precios = leer\_precios('precios.csv', True)

O podés llamarla usando palabras clave (*keywords*):

precios = leer\_precios(nombre\_archivo = 'precios.csv', debug = True)

**Argumentos por omisión**

Si preferís que un argumento sea opcional (que tenga un valor *por omisión* o *by default*), en ese caso asignale un valor en la definición de la función. Ése será el valor del argumento si llamás a la función sin especificar un valor para ese argumento.

def leer\_precios(nombre\_archivo, debug = False):

...

En la declaración de la función podés asignar un valor a un argumento. Entonces, ese argumento será opcional al invocar a esa funcion y si lo omitís al invocar a la función va a tomar su valor asignado. A ese valor lo llamamos valor por omisión.

d = leer\_precios('precios.csv')

e = leer\_precios('precios.dat', True)

*Nota: Todos los argumentos con valores por omisión deben aparecer al final de la lista de argumentos (primero se declaran todos los argumentos no-opcionales)*

**Si un argumento es opcional, dale un nombre.**

Comparemos estos dos estilos de invocar funciones:

cortar\_datos(data, False, True) # ?????

cortar\_datos(data, ignore\_errores = True)

cortar\_datos(data, debug = True)

cortar\_datos(data, debug = True, ignore\_errores = True)

En la mayoría de los casos los argumentos con nombre hacen al código más claro, más fácil de entender, especialmente si estos argumentos son booleanos, que determinan opciones si-no.

**Buenas prácticas de diseño**

Compará estas dos formas de declarar una misma función. Para comprender cómo usar la primera, tendríamos que explorar dentro de la función y saber que significan sus parámetros. Usá siempre nombres cortos para los argumentos, pero con significado.

def leer\_precios(f, d = False):

...

def leer\_precios(nombre\_archivo, debug = False):

...

Quien use la función podría elegir llamarla con argumentos nombrados.

d = leer\_precios('precios.csv', debug = True)

Hay herramientas que crean automáticamente documentación sobre el uso de las funciones y sus argumentos. Si los nombres tienen significado, la documentación resulta más clara.

**Devolver un resultado**

El comando return termina la función y devuelve un valor.

def cuadrado(x):

return x \* x

Si no se define un resultado, o si falta el comando return, la función devuelve la constante None.

def bar(x):

instrucciones

return

a = bar(4) # a = None

# O TAMBIEN...

def foo(x):

instrucciones # No hay `return`

b = foo(4) # b = None

**Devolver múltiples resultados**

Las funciones sólo pueden devolver una cosa. Si necesitás devolver más de un valor, podés armar una tupla con ellos y devolver la tupla.

def dividir(a,b):

c = a // b # Cociente

r = a % b # Resto

return c, r # Devolver una tupla con c y r

Ejemplo:

x, y = dividir(37,5) # x = 7, y = 2

x = dividir(37, 5) # x = (7, 2)

**Alcance de variables**

En un programa se declaran variables y se les asignan valores. Esto ocurre dentro y fuera de funciones.

x = valor # Variable Global

def foo():

y = valor # Variable Local

Las variables declaradas fuera de funciones son "globales". Las variables declaradas dentro de funciones son "locales". A esto se llama el alcance (*scope*) de una variable.

**Variables locales**

Las variables locales, declaradas dentro de funciones, son privadas.

def leer\_camion(nombre\_archivo):

camion = []

for linea in open(nombre\_archivo):

campos = line.split(',')

s = (campos[0], int(campos[1]), float(campos[2]))

camion.append(s)

return camion

En este ejemplo, nombre\_archivo, camion, linea, campos y s son variables locales.

>>> cajones = leer\_camion('camion.csv')

>>> campos

Traceback (most recent call last):

File "<stdin>", line 1, in ?

NameError: name 'campos' is not defined

>>>

El error significa: *Error de Nombre: el nombre 'campos' no está definido.*

No hay conflicto entre variables locales y variables declaradas en otras partes (funciones o globales).

**Variables globales**

Desde cualquier función se puede acceder a las variables globales declaradas en ese mismo archivo.

nombre = 'Dave'

def saludo():

print('Hola', nombre) # Usa la variable global `nombre`

Las funciones, sin embargo, no alteran normalmente el valor de una variable global.

nombre = 'Dave'

def spam():

nombre = 'Guido'

spam()

print(nombre) # imprime 'Dave'

Aquí hay dos variables diferentes: nombre global, que vale 'Dave', y nombre local, declarada dentro de la función spam() que vale 'Guido'. Cambiar una no cambia la otra: al cambiar el valor de nombre local, nombre global no cambia.

**Acordate: Las asignaciones de valores a variables y las declaraciones de variables dentro de funciones son locales.**

**Modificar el valor de una variable global**

Si necesitás modificar el valor de una variable global desde dentro de una función, la variable tiene que estar declarada como global dentro de la misma función.

nombre = 'Dave'

def spam():

global nombre

nombre = 'Guido' # Cambia el valor de la variable global

Si declaramos global nombre dentro de la función, entonces nombre fuera de la función spam() y dentro de la función spam() refieren a la misma variable, y al modificar una de ellas modificás la otra.

La declaración de globalidad de la variable (con la palabra reservada global) tiene que aparecer antes del uso de la variable dentro de una función, y la declaración de la variable global fuera de la función debe ocurrir en el mismo archivo que ésta.

Dicho esto, hay que decir también que usar variables globales se considera una mala práctica. Tratá de evitar completamente el uso de global. Si tenés una función que depende del estado de una variable global, tu programa es menos modular: no podés reutilizar la función en otro contexto sin agregar una variable global. Si necesitás que una función modifique el estado de algo fuera de esa función, es mejor entonces usar una clase en lugar de una función. Hablaremos de ésto más adelante, en la segunda mitad de la materia.

**Pasaje de argumentos**

Cuando llamás a una función, los argumentos son los nombres que refieren a los valores que le pasás. Estos valores no son copias de los originales (ver [Sección 4.4](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/04_Listas_y_Listas/04_Objetos.md#44-objetos)). Si le pasás tipos mutables, como listas o diccionarios, la función *sí* los puede modificar.

def foo(items):

items.append(42) # Cambia el valor de items

a = [1, 2, 3]

foo(a)

print(a) # [1, 2, 3, 42]

**Fundamental: Las funciones no reciben una *copia* de los argumentos, sino los argumentos mismos.**

**Reasignar versus modificar**

Existe una sutil pero importante diferencia entre *modificar* el valor de una variable y *reasignar* una variable.

Es importante que entiendas esta diferencia.

def foo(items):

items.append(42) # Modifica el valor de 'items'

a = [1, 2, 3]

foo(a)

print(a) # [1, 2, 3, 42]

# Versus

def bar(items):

items = [4,5,6] # Cambia la variable local 'items' y

# hace que apunte a otro objeto completamente diferente.

b = [1, 2, 3]

bar(b)

print(b) # imprime [1, 2, 3]

*Recordá: reasignar una variable nunca sobreescribe la memoria que ocupaba. Sólo se asocia el nombre de la variable a un nuevo valor.*

**Ejercicios**

Este conjunto de ejercicios te llevan a implementar un programa medianamente complejo. Es no trivial. Hay varios pasos involucrados e implica articular muchos conceptos al mismo tiempo.

La solución que vas a desarrollar involucra sólo unas 25 líneas de código, pero tomate tu tiempo para asegurarte de que entendés cada concepto y cada parte del código por separado.

La parte central del programa informe\_funciones.py resuelve la lectura de archivos de tipo CSV. Por ejemplo, la función leer\_camion() lee un archivo que contiene los datos de un camión organizados como filas, y la función leer\_precios() lee un archivo que contiene precios. En ambas funciones hay una variedad de acciones detallistas y minuciosas, por ejemplo, ambos abren un archivo y lo envuelven con el módulo csv y ambos convierten cada uno de los campos a un tipo de datos diferente.

Si tu tarea fuera de verdad leer datos de archivos, entonces querrías limpiar este código un poco, hacerlo más prolijo, y aplicable a un uso más general. Ésa es nuestra intención ahora:

Comenzá este ejercicio creando un nuevo archivo fileparse.py en la carpeta ejercicios\_python/Clase06. Ahí vamos a trabajar.

*Nota:* En inglés *to parse* significa analizar gramaticalmente (por ejemplo una frase), separándola en sus partes constitutivas. Es un término muy usado en ciencias de la computación que no tiene una traducción compacta al castellano. Mucha gente usa el anglicismo *parsear* para referirse a esta actividad.

**Ejercicio 6.6: Parsear un archivo CSV**

Vamos a empezar por el problema simple de leer un archivo CSV para guardar los datos que contiene en una lista de diccionarios. En el archivo fileparse.py definí la siguiente función:

# fileparse.py

import csv

def parse\_csv(nombre\_archivo):

'''

Parsea un archivo CSV en una lista de registros

'''

with open(nombre\_archivo) as f:

rows = csv.reader(f)

# Lee los encabezados

headers = next(rows)

registros = []

for row in rows:

if not row: # Saltea filas sin datos

continue

registro = dict(zip(headers, row))

registros.append(registro)

return registros

Esta función lee un archivo CSV y arma una lista de diccionarios a partir del contenido del archivo CSV. La función aísla al programador de los múltiples pequeños pasos necesarios para abrir un archivo, "envolverlo" con el módulo csv, ignorar líneas vacías, y demás minucias.

(*un "wrapper" (envoltorio) en programación es una estructura que expone la interfase de un objeto, pero aísla al usuario de los detalles de funcionamiento de ese objeto.*)

Probémoslo en tu IDE o con python3 -i fileparse.py.

>>> camion = parse\_csv('../Data/camion.csv')

>>> camion

[{'nombre': 'Lima', 'cajones': '100', 'precio': '32.2'}, {'nombre': 'Naranja', 'cajones': '50', 'precio': '91.1'}, {'nombre': 'Caqui', 'cajones': '150', 'precio': '103.44'}, {'nombre': 'Mandarina', 'cajones': '200', 'precio': '51.23'}, {'nombre': 'Durazno', 'cajones': '95', 'precio': '40.37'}, {'nombre': 'Mandarina', 'cajones': '50', 'precio': '65.1'}, {'nombre': 'Naranja', 'cajones': '100', 'precio': '70.44'}]

>>>

La función hace lo que queríamos, pero no podemos usar los resultados para hacer cálculos porque todos los datos recuperados son de tipo cadena (*string*). Ya vamos a solucionar esto. Por ahora sigamos extendiendo sus funciones.

**Ejercicio 6.7: Selector de Columnas**

La mayoría de los casos, uno no está interesado en todos los datos que contiene el archivo CSV, sino sólo en algunas columnas. Modifiquemos la función parse\_csv de modo que permita al usuario elegir (opcionalmente) algunas columnas del siguiente modo:

>>> # Lee todos los datos

>>> camion = parse\_csv('../Data/camion.csv')

>>> camion

[{'nombre': 'Lima', 'cajones': '100', 'precio': '32.2'}, {'nombre': 'Naranja', 'cajones': '50', 'precio': '91.1'}, {'nombre': 'Caqui', 'cajones': '150', 'precio': '103.44'}, {'nombre': 'Mandarina', 'cajones': '200', 'precio': '51.23'}, {'nombre': 'Durazno', 'cajones': '95', 'precio': '40.37'}, {'nombre': 'Mandarina', 'cajones': '50', 'precio': '65.1'}, {'nombre': 'Naranja', 'cajones': '100', 'precio': '70.44'}]

>>> # Lee solo algunos datos

>>> cajones\_retenidos = parse\_csv('../Data/camion.csv', select=['nombre','cajones'])

>>> cajones\_retenidos

[{'nombre': 'Lima', 'cajones': '100'}, {'nombre': 'Naranja', 'cajones': '50'}, {'nombre': 'Caqui', 'cajones': '150'}, {'nombre': 'Mandarina', 'cajones': '200'}, {'nombre': 'Durazno', 'cajones': '95'}, {'nombre': 'Mandarina', 'cajones': '50'}, {'nombre': 'Naranja', 'cajones': '100'}]

>>>

Vimos un ejemplo de un selector de columnas en el [Ejercicio 4.11](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/04_Listas_y_Listas/03_Comprension_Listas.md#ejercicio-411-extraer-datos-de-un-archivo-csv). De todos modos, ésta es otra forma de resolverlo:

# fileparse.py

import csv

def parse\_csv(nombre\_archivo, select = None):

'''

Parsea un archivo CSV en una lista de registros.

Se puede seleccionar sólo un subconjunto de las columnas, determinando el parámetro select, que debe ser una lista de nombres de las columnas a considerar.

'''

with open(nombre\_archivo) as f:

filas = csv.reader(f)

# Lee los encabezados del archivo

encabezados = next(filas)

# Si se indicó un selector de columnas,

# buscar los índices de las columnas especificadas.

# Y en ese caso achicar el conjunto de encabezados para diccionarios

if select:

indices = [encabezados.index(nombre\_columna) for nombre\_columna in select]

encabezados = select

else:

indices = []

registros = []

for fila in filas:

if not fila: # Saltear filas vacías

continue

# Filtrar la fila si se especificaron columnas

if indices:

fila = [fila[index] for index in indices]

# Armar el diccionario

registro = dict(zip(encabezados, fila))

registros.append(registro)

return registros

Esta parte es un toque técnica y merece una mirada de más cerca. El paso más delicado es traducir los nombres de las columnas seleccionadas a índices. Por ejemplo, supongamos que los encabezados en el archivo de entrada fueran los siguientes:

>>> encabezados = ['nombre', 'dia', 'hora', 'cajones', 'precio']

>>>

Y que las columnas seleccionadas fueran:

>>> select = ['nombre', 'cajones']

>>>

Para hacer la selección correctamente, tenés que conventir los nombres de las columnas listadas en select a índices (posiciones) de columnas en el archivo. Esto es exactamente lo que hace este paso:

>>> indices = [encabezados.index(nombre\_columna) for nombre\_columna in select ]

>>> indices

[0, 3]

>>>

En otras palabras, "nombre" es la columna 0 y "cajones" es la columna 3. Al leer una línea de datos del archivo, usás los índices para filtrarla y rescatar sólo las columnas que te interesan:

>>> linea = ['Lima', '6/11/2007', '9:50am', '100', '32.20' ]

>>> linea = [ linea[indice] for indice in indices ]

>>> linea

['Lima', '100']

>>>

**Ejercicio 6.8: Conversión de tipo**

Modificá la función parse\_csv() de modo que permita, opcionalmente, convertir el tipo de los datos recuperados antes de devolverlos.

>>> camion = parse\_csv('../Data/camion.csv', types=[str, int, float])

>>> camion

[{'nombre': 'Lima', 'cajones': 100, 'precio': 32.2}, {'nombre': 'Naranja', 'cajones': 50, 'precio': 91.1}, {'nombre': 'Caqui', 'cajones': 150, 'precio': 103.44}, {'nombre': 'Mandarina', 'cajones': 200, 'precio': 51.23}, {'nombre': 'Durazno', 'cajones': 95, 'precio': 40.37}, {'nombre': 'Mandarina', 'cajones': 50, 'precio': 65.1}, {'nombre': 'Naranja', 'cajones': 100, 'precio': 70.44}]

>>> cajones\_lote = parse\_csv('../Data/camion.csv', select=['nombre', 'cajones'], types=[str, int])

>>> cajones\_lote

[{'nombre': 'Lima', 'cajones': 100}, {'nombre': 'Naranja', 'cajones': 50}, {'nombre': 'Caqui', 'cajones': 150}, {'nombre': 'Mandarina', 'cajones': 200}, {'nombre': 'Durazno', 'cajones': 95}, {'nombre': 'Mandarina', 'cajones': 50}, {'nombre': 'Naranja', 'cajones': 100}]

>>>

Ya vimos esto en el [Ejercicio 4.12](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/04_Listas_y_Listas/04_Objetos.md#ejercicio-412-datos-de-primera-clase). Vas a necesitar insertar la siguiente porción de código en tu implementación:

...

if types:

fila = [func(val) for func, val in zip(types, fila) ]

...

**Ejercicio 6.9: Trabajando sin encabezados**

Algunos archivos CSV no tiene información de los encabezados. Por ejemplo, el archivo precios.csv se ve así:

Lima,40.22

Uva,24.85

Ciruela,44.85

Cereza,11.27

...

Modificá la función parse\_csv() de forma que (opcionalmente) pueda trabajar con este tipo de archivos, creando tuplas en lugar de diccionarios cuando no haya encabezados. Por ejemplo:

>>> precios = parse\_csv('../Data/precios.csv', types=[str,float], has\_headers=False)

>>> precios

[(Lima,40.22), (Uva,24.85), (Ciruela,44.85), (Cereza,11.27), (Frutilla,53.72), (Caqui,105.46), (Tomate,66.67), (Berenjena,28.47), (Lechuga,24.22), (Durazno,73.48), (Remolacha,20.75), (Habas,23.16), (Frambuesa,34.35), (Naranja,106.28), (Bruselas,15.72), (Batata,55.16), (Rúcula,36.9), (Radicheta,26.11), (Repollo,49.16), (Cebolla,58.99), (Cebollín,57.1), (Puerro,27.58), (Mandarina,80.89), (Ajo,15.19), (Rabanito,51.94), (Zapallo,24.79), (Espinaca,52.61), (Acelga,29.26), (Zanahoria,49.74), (Papa,69.35)]

>>>

Para hacer este cambio, vas a tener que modificar el código de forma que, si le pasás el parámetro has\_headers = False, la primera línea de datos no sea interpretada como encabezado. Además, en ese caso, vas a tener que asegurarte de no crear diccionarios, dado que no tenés más los nombres de las columnas para usar en el encabezado. Vale aclarar que este parámetro debe tener como valor por omisión True, con lo que la función sigue funcionando igual que antes si no se especifica has\_headers = False.

Si bien no es difícil, este es un cambio muy grande en esta función. Un camino posible es poner un if has\_headers al principio y resolver cada caso por separado. Otro camino es poner condicionales en cada paso donde sea necesario operar de manera diferente.

Incorporá todos estos cambios en el archivo fileparse.py.

**Comentario**

Llegaste lejos. Hasta este punto creaste una biblioteca de funciones que es genuinamente útil. La podés usar para parsear archivos CSV de formato arbitrario, eligiendo las columnas relevantes y cambiando el tipo de datos devuelto, todo esto sin tener que preocuparte mucho por el manejo de archivos o entender cómo funciona el módulo csv.

**6.4 Módulos**

En esta sección vamos a introducir conceptos que nos permiten crear módulos y trabajar con programas cuyas partes están repartidas en múltiples archivos.

**Módulos y la instrucción import**

Todos los archivos con código Python son módulos.

# foo.py

def grok(a):

...

def spam(b):

...

El comando import carga un módulo y lo *ejecuta*.

# programa.py

import foo

a = foo.grok(2)

b = foo.spam('Hola')

...

**Namespaces**

Se puede decir que un módulo es una colección de valores asignados a nombres. A ésto se lo llama un *namespace* (espacio de nombres). Es el contexto en el cual esos nombres existen: todas las variables globales y las funciones definidas en un módulo *pertenecen* a ese módulo. Una vez importado, el nombre del módulo se usa como un prefijo al nombrar esas variables y funciones. Por eso se llama un namespace.

import foo

a = foo.grok(2)

b = foo.spam('Hello')

...

El nombre del módulo es el nombre del archivo que lo contiene.

**Definiciones globales**

El espacio de nombres contiene todo aquello definido con visibilidad *global*. Supongamos dos módulos diferentes que definen cada uno una variable x:

# foo.py

x = 42

def grok(a):

...

# bar.py

x = 37

def spam(a):

...

Entonces hay dos definiciones de x y cada una refiere a una variable diferente. Una de ellas es foo.x y la otra es bar.x. De este modo, diferentes módulos tienen la libertad de definir variables con el mismo nombre sin que existan ambigüedades ni conflictos.

**Los módulos están aislados uno de otro.**

**Módulos como entornos**

Los módulos crean un entorno que contiene a todo el código definido ahí.

# foo.py

x = 42

def grok(a):

print(x)

Incluso las variables *globales* son visibles sólo dentro del módulo en que fueron definidas (el mismo archivo). Cada módulo es un pequeño universo.

**Ejecución de módulos**

Cuando importás un módulo se ejecutan *todas* las instrucciones en ese módulo, una tras otra, hasta llegar al final del archivo. El *namespace* del módulo está poblado por todas las funciones y variables globales cuya definición siga vigente al terminar de ejecutar el módulo. Si existen comandos que se ejecutan en el *namespace* global del módulo y hacen tareas como crear archivos, imprimir mensajes, etc., se van a ejecutar al importar el módulo.

**El comando import as**

En el momento de importar un módulo, podés cambiar el nombre que le asignás dentro del contexto en que lo importás.

import math as m

def rectangular(r, theta):

x = r \* m.cos(theta)

y = r \* m.sin(theta)

return x, y

Funciona del mismo modo que un import común salvo que, para quien lo importa, el nombre del módulo cambia.

**from módulo import nombre**

Este comando toma ciertos nombres selectos de un módulo, y los hace accesibles localmente.

from math import sin, cos

def rectangular(r, theta):

x = r \* cos(theta)

y = r \* sin(theta)

return x, y

Esta forma de importar te permite usar partes de un módulo sin necesidad de especificar la pertenencia a un módulo como prefijo. Es útil para nombres (funciones o variables) que se usan mucho.

Si usás from math import \* vas a importar *todas* las funciones y constantes del módulo math como si estuvieran definidas localmente. No es coveniente hacer esto ya que se pierden las ventajas que da trabajar con namespaces.

**Notas sobre import**

Estas distintas formas de usar import *no modifican* el funcionamiento de un módulo.

import math

# vs

import math as m

# vs

from math import cos, sin

...

Más específicamente, import siempre ejecuta el módulo completo, y los módulos siguen siendo pequeños entornos aislados. El comando import módulo as sólo cambia el nombre local del módulo. El comando from math import cos, sin, aunque sólo hace accesibles las funciones sin y cos, de todos modos carga todo el módulo y lo ejecuta. La única diferencia es que copia los nombres de las funciones sin y cos al namespace local.

**Carga de módulos**

Cada módulo es cargado y ejecutado sólo *una* vez.

*Observación: Repetir la instrucción import sólo devuelve una referencia al módulo ya cargado.*

La variable sys.modules es un diccionario de los módulos cargados.

>>> import sys

>>> sys.modules.keys()

['copy\_reg', '\_\_main\_\_', 'site', '\_\_builtin\_\_', 'encodings', 'encodings.encodings', 'posixpath', ...]

>>>

**Precaución:** Si cambiás el código de un módulo y lo volvés a cargar sucede algo que suele causar confusión hasta que lo entendés: Dado que existe la lista de módulos cargados sys.modules, un pedido de cargar un módulo por segunda vez siempre devolverá el módulo ya cargado, aún si el módulo fue modificado, si se trata de una versión nueva de ese módulo y si el archivo en disco ha sido modificado. Es posible usar reload(módulo) pero sólo en ciertos casos. El método que asegura que el módulo se vuelva a cargar es cerrar y volver a abrir el intérprete de Python.

**Ejercicios**

Para estos ejercicios que involucran módulos, es de suma importancia que te asegures de que estás ejecutando Python en el directorio adecuado.

**Ejercicio 6.10: Importar módulos**

En el [Ejercicio 6.6](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/03_Funciones.md#ejercicio-66-parsear-un-archivo-csv) creamos una función llamada parse\_csv() para parsear el contenido de archivos de datos en formato CSV. Ahora vamos a ver cómo usar esa función en otros programas.

Empezá por copiarte los archivos rebotes.py, hipoteca.py y fileparse.py a la carpeta de ejercicios de esta clase. Los vamos a importar.

Con el directorio de trabajo adecuado (puede que tengas que reiniciar tu intérprete para que tome efecto un cambio), intentá importar los programas que escribiste antes. Con sólo importarlos deberías ver su salida exactamente como cuando los terminaste de escribir.

Repetimos: al importar un módulo ejecutás su código.

>>> import rebotes

#... mirá la salida ...

>>> import hipoteca

#... mirá la salida ...

>>> import informe\_funciones

#... mirá la salida ...

>>>

Si nada de esto funciona, es probable que estés ejecutando Python desde la carpeta equivocada.

Ahora probá importar tu módulo fileparse y pedile help.

>>> import fileparse

>>> help(fileparse)

... mirá la salida ...

>>> dir(fileparse)

... mirá la salida ...

>>>

Intentá usar el módulo para leer datos de un archivo:

>>> camion = fileparse.parse\_csv('../Data/camion.csv', select = ['nombre', 'cajones', 'precio'], types = [str, int, float])

>>> camion

... mirá la salida ...

>>> lista\_precios = fileparse.parse\_csv('../Data/precios.csv', types = [str, float], has\_headers = False)

>>> lista\_precios

... mirá la salida ...

>>> precios = dict(lista\_precios)

>>> precios

... fijate la salida ...

>>> precios['Naranja']

106.28

>>>

Importá sólo la función para evitar escribir el nombre del módulo:

>>> from fileparse import parse\_csv

>>> camion = parse\_csv('../Data/camion.csv', select = ['nombre', 'cajones', 'precio'], types = [str, int, float])

>>> camion

... fijate la salida ...

>>>

**Ejercicio 6.11: Usemos tu módulo**

En el [Ejercicio 6.4](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/02_Scripts.md#ejercicio-64-estructurar-un-programa-como-una-colecci%C3%B3n-de-funciones) escribiste un programa informe\_funciones.py que produce un informe como éste:

Nombre Cajones Precio Cambio

---------- ---------- ---------- ----------

Lima 100 $32.20 8.02

Naranja 50 $91.10 15.18

Caqui 150 $103.44 2.02

Mandarina 200 $51.23 29.66

Durazno 95 $40.37 33.11

Mandarina 50 $65.10 15.79

Naranja 100 $70.44 35.84

Retomá ese programa (si lo perdiste, te dejamos una versión para que la leas y la puedas usar) y modificalo de modo que todo el procesamiento de archivos de entrada de datos se haga usando funciones del módulo fileparse. Para lograr éso, importá fileparse como un módulo y cambiá las funciones leer\_camion() y leer\_precios() para que usen la función parse\_csv() .

Guiate por el ejemplo interactivo que dimos un poco más arriba. Al final, deberías obtener exactamente el mismo resultado que al principio.

**Ejercicio 6.12: Un poco más allá**

En [Ejercicio 2.6](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/02_Estructuras_y_Funciones/02_Funciones.md#ejercicio-26-transformar-un-script-en-una-funci%C3%B3n) escribiste el programa costo\_camion.py que lee, mediante una función llamada costo\_camion() los datos de un camión y calcula su costo.

>>> import costo\_camion

>>> costo\_camion.costo\_camion('../Data/camion.csv')

47671.15

>>>

Modificá el archivo costo\_camion.py para que use la función informe\_funciones.leer\_camion() del programa informe\_funciones.py.

**Comentario**

Al terminar este ejercicio tenés tres programas. fileparse.py contiene una función para parsear datos de archivos CSV en general, parse\_csv(). Por otra parte, informe\_funciones.py que produce un bello informe, y que contiene las funciones leer\_camion() y leer\_precios(). Finalmente, costo\_camion.py calcula el costo de un camión, pero usando la función leer\_camion() que fue escrita para el programa que genera el informe.

**6.5 Búsqueda binaria**

Hace un par de clases vimos la búsqueda secuencial de un elemento en una lista. Si la lista está previamente ordenada, ¿podemos encontrar una manera más eficiente de buscar elementos sobre ella?

**Búsqueda sobre listas ordenadas**

Si la lista está ordenada, hay una modificación muy simple que podemos hacer sobre el algoritmo de búsqueda lineal: si estamos buscando el elemento e en una lista que está ordenada de menor a mayor, en cuanto encontremos algún elemento mayor a e podemos estar seguros de que e no está en la lista, por lo que no es necesario continuar recorriendo el resto.

**Ejercicio 6.13: Búsqueda lineal sobre listas ordenadas.**

Modificá la función busqueda\_lineal(lista, e) de la [Sección 4.2](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/04_Listas_y_Listas/02_IteradoresLista.md#b%C3%BAsqueda-lineal) para el caso de listas ordenadas, de forma que la función pare cuando encuentre un elemento mayor a e. Llamá a tu nueva función busqueda\_lineal\_lordenada(lista,e) y guardala en el archivo busqueda\_en\_listas.py.

En el peor caso, ¿cuál es nuestra nueva hipótesis sobre comportamiento del algoritmo? ¿Es realmente más eficiente?

**Búsqueda binaria**

¿Podemos hacer algo mejor? Trataremos de aprovechar el hecho de que la lista está ordenada y vamos a hacer algo distinto: nuestro espacio de búsqueda se irá achicando a segmentos cada vez menores de la lista original. La idea es descartar segmentos de la lista donde el valor seguro que no puede estar:

* Consideramos como segmento inicial de búsqueda a la lista completa.
* Analizamos el punto medio del segmento (el valor central); si es el valor buscado, devolvemos el índice del punto medio.
* Si el valor central es mayor al buscado, podemos descartar el segmento que está desde el punto medio hacia la derecha.
* Si el valor central es menor al buscado, podemos descartar el segmento que está desde el punto medio hacia la izquierda.
* Una vez descartado el segmento que no nos interesa, volvemos a analizar el segmento restante, de la misma forma.
* Si en algún momento el segmento a analizar tiene longitud 0 significa que el valor buscado no se encuentra en la lista.

Para señalar la porción del segmento que se está analizando a cada paso, utilizaremos dos variables (izq y der) que contienen la posición de inicio y la posición de fin del segmento que se está considerando. De la misma manera usaremos la varible medio para contener la posición del punto medio del segmento.

A continuación ilustramos qué pasa cuando se busca el valor 18 en la lista [1, 3, 5, 7, 9, 11, 13, 15, 17, 19, 21, 23].
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El siguiente fragmento de código muestra una implementación de este algoritmo, incluyendo una instrucción de depuración (debug) con print para verificar su funcionamiento.

def busqueda\_binaria(lista, x, verbose = False):

'''Búsqueda binaria

Precondición: la lista está ordenada

Devuelve -1 si x no está en lista;

Devuelve p tal que lista[p] == x, si x está en lista

'''

if verbose:

print(f'[DEBUG] izq |der |medio')

pos = -1 # Inicializo respuesta, el valor no fue encontrado

izq = 0

der = len(lista) - 1

while izq <= der:

medio = (izq + der) // 2

if verbose:

print(f'[DEBUG] {izq:3d} |{der:>3d} |{medio:3d}')

if lista[medio] == x:

pos = medio # elemento encontrado!

if lista[medio] > x:

der = medio - 1 # descarto mitad derecha

else: # if lista[medio] < x:

izq = medio + 1 # descarto mitad izquierda

return pos

A continuación varias ejecuciones de prueba:

>>> busqueda\_binaria([1, 3, 5], 0, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 2 | 1

[DEBUG] 0 | 0 | 0

-1

>>> busqueda\_binaria([1, 3, 5], 1, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 2 | 1

[DEBUG] 0 | 0 | 0

0

>>> busqueda\_binaria([1, 3, 5], 2, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 2 | 1

[DEBUG] 0 | 0 | 0

-1

>>> busqueda\_binaria([1, 3, 5], 3, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 2 | 1

[DEBUG] 2 | 2 | 2

1

>>> busqueda\_binaria([1, 3, 5], 5, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 2 | 1

[DEBUG] 2 | 2 | 2

2

>>> busqueda\_binaria([1, 3, 5], 6, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 2 | 1

[DEBUG] 2 | 2 | 2

-1

>>> busqueda\_binaria([], 0, verbose = True)

[DEBUG] izq |der |medio

-1

>>> busqueda\_binaria([1], 1, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 0 | 0

0

>>> busqueda\_binaria([1], 3, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 0 | 0

-1

>>> busqueda\_binaria([1, 3, 5, 7, 9, 11, 13, 15, 17, 19, 21, 23],18, verbose = True)

[DEBUG] izq |der |medio

[DEBUG] 0 | 11 | 5

[DEBUG] 6 | 11 | 8

[DEBUG] 9 | 11 | 10

[DEBUG] 9 | 9 | 9

-1

**Pregunta**: En la línea medio = (izq + der) // 2 efectuamos la división usando el operador // en lugar de /. ¿Qué pasaría su usáramos /?

**¿Cuántas comparaciones hace este programa?**

Para responder esto pensemos en el peor caso, es decir, que se descartaron varias veces partes del segmento para finalmente llegar a un segmento vacío y el valor buscado se encontró en este último paso o directamente no se encontraba en la lista.

En cada paso el segmento se divide por la mitad y se desecha una de esas mitades, y en cada paso se hace una comparación con el valor buscado. Por lo tanto, la cantidad de comparaciones que hacen con el valor buscado es aproximadamente igual a la cantidad de pasos necesarios para llegar a un segmento de tamaño 1. Veamos el caso más sencillo para razonar, y supongamos que la longitud de la lista es una potencia de 2, digamos len(lista)*= 2^k*:

1. Antes del primer paso, el segmento a tratar es de tamaño *2^k*.
2. Antes del segundo paso, el segmento a tratar es de tamaño *2^(k-1)*.
3. Antes del tercer paso, el segmento a tratar es de tamaño *2^(k-2)*. ...
4. Antes del paso *k*, el segmento a tratar es de tamaño *2^(k-k)=2^0=1*.

Por lo tanto este programa hace a lo sumo (en el peor caso) *k* comparaciones con el valor buscado cuando len(lista)*= 2^k*. Pero si despejamos *k* de la ecuación anterior, podemos ver que este programa realiza aproximadamente log2(len(lista)) comparaciones.

Cuando len(lista) no es una potencia de 2 el razonamiento es menos prolijo, pero también vale que este programa realiza aproximadamente log2(len(lista)) comparaciones.

**Comparación entre ambos métodos**

Veamos un ejemplo para entender cuánto más eficiente es la búsqueda binaria. Supongamos que tenemos una lista con un millón de elementos.

1. El algoritmo de búsqueda lineal hará, en el peor caso, un millón de comparaciones. Este caso se da si el elemento buscado no está en la lista o está en la última posición. Como se ve la cantidad de operaciones es proporcional al largo de la lista. Si el elemento buscado está en la lista el algoritmo realizará, en promedio, 500,000 comparaciones.
2. El algoritmo de búsqueda binaria hará como máximo *log2(1,000,000)* comparaciones, o sea ¡no más que 20 comparaciones!.

*Conclusión*: Si una lista está previamente ordenada, podemos utilizar el algoritmo de búsqueda binaria, cuyo comportamiento es proporcional al *logaritmo* de la cantidad de elementos de la lista, y por lo tanto muchísimo más eficiente que la búsqueda lineal, especialmente si la lista es larga.

**Ejercicio 6.14: Búsqueda binaria**

Modificando la función busqueda\_binaria(lista, x) adecuadamente, definí una función donde\_insertar(lista, x) de forma que reciba una lista ordenada y un elemento y devuelva la posición de ese elemento en la lista (si se encuentra en la lista) o la posición donde se podría insertar el elemento para que la lista permanezca ordenada (si no está en la lista).

Por ejemplo: el elemento 3 podría insertarse en la posición 2 en la lista [0,2,4,6] para mantenerla ordenada. Por lo tanto, el llamado donde\_insertar([0,2,4,6], 3) deberá devolver 2, al igual que el llamado donde\_insertar([0,2,4,6], 4).

Guarda tu modificación en un archivo bbin.py.

**6.6 Complejidad de algoritmos**

**Resumen de algoritmos de Búsqueda**

1. La búsqueda de un elemento en una secuencia es un algoritmo básico pero importante. El problema que intenta resolver puede plantearse de la siguiente manera: Dada una secuencia de valores y un valor, devolver el índice del valor en la secuencia, si se encuentra, de no encontrarse el valor en la secuencia señalarlo apropiadamente.
2. Una de las formas de resolver el problema es mediante la **búsqueda lineal**, que consiste en ir revisando uno a uno los elementos de la secuencia y comparándolos con el elemento a buscar. Este algoritmo no requiere que la secuencia se encuentre ordenada, la cantidad de comparaciones que realiza es proporcional a len(secuencia).
3. Cuando la secuencia sobre la que se quiere buscar está ordenada, se puede utilizar el algoritmo de **búsqueda binaria**. Al estar ordenada la secuencia, se puede desacartar en cada paso la mitad de los elementos, quedando entonces con una eficiencia algorítmica proporcional a log2(len(secuencia)).

El análisis del comportamiento de un algoritmo puede ser muy engañoso si se tiene en cuenta el mejor caso, por eso suele ser mucho más ilustrativo tener en cuenta el **peor caso**. En algunos casos particulares podrá ser útil tener en cuenta, además, el **caso promedio**.

**Complejidad de algoritmos**

En las ciencias de la computación, el análisis de algoritmos es el proceso que permite determinar la complejidad de un algoritmo. Esta complejidad está típicamente medida en unidades de tiempo, o, análogamente, en la cantidad de operaciones que realiza el procesador antes de dar la respuesta. Esto permite comparar la eficiencia de diferentes algoritmos. Optimizar la eficiencia de los algoritmos es central en la tarea de un buen programador. Un algoritmo ineficiente puede no servir para nada. Esto es obvio en algoritmos que corren en tiempo real (imaginemos un algoritmo que conduce un vehículo y tarda demasiado en detectar a un peatón), pero también es importante en otros algoritmos.

Escribir programas eficientes no es una tarea sencilla. Muchas veces, las soluciones más directas no son las más eficientes. Los algoritmos más eficientes suelen aprovechar sutilezas que no son simples de comprender de un vistazo. En muchos casos les programadores deben incrementar la complejidad conceptual de un algoritmo para disminuír la complejidad computacional.

Por ejemplo, buscar la posición de un número en una lista recorriendo la lista lugar a lugar (búsqueda secuencial) demanda una cantidad de operaciones proporcional a la longitud de la lista (por cada elemento de la lista hacemos algunas operaciones fijas: comparar el elemento contra la clave, incrementar un contador, etc). Solemos decir que el algoritmo de búsqueda secuencial tiene un complejidad lineal en la longitud de la lista (ya que toma un tiempo f(n), donde f es una función lineal en n, la cantidad de elementos de la lista). No vamos a preocuparnos aquí si f (n) = 3 · n + 5 ó f (n) = 2 · n + 18. No nos importan las constantes: simplemente diremos que f (n) es lineal en n. En la literatura esto se escribe f(n) = O(n) y se lee *'la función f tiene orden n'*, o *'f es un O de n'*.

[![Imagen Lineal vs Cuad](data:image/png;base64,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)](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/lin_cuad.png)

En cambio, la búsqueda binaria que vimos anteriormente, si bien es conceptualmente más compleja, resulta mucho más eficiente. Dada una clave y una lista ordenada, este algoritmo aprovecha el orden de la lista para no tener que comparar la clave con todos los elementos. En un primer paso compara con el elemento central de la lista y descarta toda una mitad de la lista realizando una sola comparación. No es obvio cómo calcular la complejidad de este método, pero explicamos que si la lista tiene longitud n = 2^k, el algoritmo de búsqueda binaria realiza a lo sumo log2(n) + 1 = k + 1 comparaciones antes de dar la respuesta (hacé un ejemplo con n = 2^3 = 8 o n = 2^4 = 16 para convencerte). En general, procediendo de esta forma el algoritmo encuentra la posición de la clave en O(log2(n)) pasos. Decimos en este caso que el algoritmo requiere tiempo logarítmico.

Comparando la funcion f(n) = n con g(n) = log2(n) para valores grandes de n resulta claro que la búsqueda binaria es mucho más eficiente que la búsqueda secuencial para listas ordendas. En la próxima sección te vamos a proponer que hagas esta comparación gráficamente.

**Un algoritmo cuadrático**

Para dar un último ejemplo, supongamos que dada una lista de números (de longitud n) y un valor m queremos ver si m = p · q con p y q en la lista dada. Consideremos el siguiente algoritmo:

for p in lista :

for q in lista :

if m == p \* q :

print ( " %d= %d\* %d " %(m, p , q ) )

Este algoritmo realiza una comparación ( m == p\*q ) para cada elemento p y cada elemento q de la lista. Es decir, realiza n\*n = n^2 comparaciones. Es un algoritmo cuadrático. Su complejidad es O(n^2).

**Complejidad en el peor caso**

El término análisis de algoritmos fue acuñado por Donald Knuth, uno de los fundadores de las ciencias de la computación. El análisis de algoritmos es una parte de la teoría de la complejidad computacional que no solo estudia la complejidad de los algoritmos sino de los problemas computacionales (la pregunta general de la teoría de la complejidad no sería cuál es la complejidad de la búsqueda secuencial o binaria, sino cuál es la complejidad mínima que puede tener un algoritmo que realice la tarea de buscar un elemento en una lista ordenada). En general, y sin mencionarlo, hablamos de la complejidad en el peor caso de un algoritmo. En algunos casos puede ocurrir que la búsqueda secuencial sea más eficiente que la búsqueda binaria (por ejemplo, considerá el caso en que el elemento buscado es justo el primer elemento de la lista, ¿cuánto tarda cada método?). Al hablar de la complejidad de una algoritmo (salvo que se mencione otra cosa) hablamos del tiempo que tarda ese algoritmo en el peor caso posible.

**Estructuras de datos y Tipos Abstractos de Datos**

El diseño de un algoritmo eficiente para resolver un problema requiere comprender profundamente los datos que este algoritmo manipulará para poder diseñar adecuadamente las estructuras de datos que los contendrán. El diseño de algoritmos eficientes requiere del diseño simultáneo de algoritmos y estructuras de datos adecuadas. Diferentes estructuras de datos son adecuadas para diferentes tipos de aplicaciones y algunas estructuras están diseñadas especialmente para un problema concreto. Una estructura de datos eficiente puede ser la clave para el diseño de un algoritmo eficiente.

La estructura lógica de las estructuras de datos se llaman Tipos Abstractos de Datos (TAD). Estos TAD son el modelo matemático de las estructuras de datos. Un TAD es una abstracción del tipo de datos: define su comportamiento desde el punto de vista de le usuarie pero no dice cómo lo hace, no se mete en la implementación. Una estructura de datos concreta surge idealmente de la implementación de un TAD.

**Ejercicios:**

**Ejercicio 6.15: Insertar un elemento en una lista**

Uno de los problemas de la búsqueda binaria es que requiere que la lista esté ordenada. Si la lista se encuentra ordenada podemos mantener el orden evitando adjuntar nuevos elementos de forma desordenada.

Usando lo que hiciste en el [Ejercicio 6.14](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/05_BusqBinaria.md#ejercicio-614-b%C3%BAsqueda-binaria), agregale al archivo bbin.py una función insertar(lista, x) que reciba una lista ordenada y un elemento. Si el elemento se encuentra en la lista solamente devuelve su posición; si no se encuentra en la lista, lo inserta en la posición correcta para mantener el orden. En este segundo caso, también debe devolver su posición.

**Ejercicio 6.16: Cálcular la complejidad de dos resoluciones de propagar**

Ahora que tenés algunas herramientas teóricas más, volvé a leer las dos versiones de propagar del [Ejercicio 6.1](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/01_Repaso.md#ejercicio-61-propagar-por-vecinos) y el [Ejercicio 6.2](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/01_Repaso.md#ejercicio-62-propagar-por-como-el-auto-fant%C3%A1stico) y compará sus complejidades.

**Secuencias binarias**

Para nosotres, una **secuencia binaria** es una lista que contiene solo 0’s y 1’s. Por ejemplo s = [0, 1, 0, 0, 1] es una secuencia binaria de longitud 5. La *primera* secuencia binaria de esa longitud es [0, 0, 0, 0, 0], mientras que *la última* es [1, 1, 1, 1, 1]. Cada secuencia tiene una *siguiente* (salvo la última). No vamos a dar una definición precisa, pero escencialmente las secuencias pueden pensarse como representando números enteros en base dos y *la siguiente* secuencia es la que representa al siguiente número. Por convención, diremos que la secuencia siguiente de la última es la primera.

Ejemplos:

[0, 0, 0, 0, 0] -> [0, 0, 0, 0, 1]

[0, 0, 1, 1, 0] -> [0, 0, 1, 1, 1]

[0, 0, 1, 1, 1] -> [0, 1, 0, 0, 0]

[1, 1, 1, 1, 1] -> [0, 0, 0, 0, 0]

La función incrementar(s) calcula la secuencia siguiente de una secuencia dada:

def incrementar(s):

carry = 1

l = len(s)

for i in range(l-1,-1,-1):

if (s[i] == 1 and carry == 1):

s[i] = 0

carry = 1

else:

s[i] = s[i] + carry

carry = 0

return s

**Ejercicio 6.17: Complejidad de incrementar()**

Si tomamos n = len(s) podemos tratar de medir la complejidad de la función incrementar() en términos de la longitud n de la secuencia. ¿Te parece que incrementar() es una función lineal, cuadrática, logarítmica o exponencial? ¿Por qué?

**Ejercicio 6.18: Un ejemplo más complejo**

Por último, escribí una funcion listar\_secuencias(n) que devuelva una lista con **todas** las secuencias binarias de longitud n comenzando con la primera ([0]\*n) y usando en cada paso la función incrementar() definida más arriba. ¿Cuántas listas hay de longitud n? ¿Y de longitud n+1?

¿Podés correr listar\_secuencias(15)? ¿Y listar\_secuencias(20)? ¿Hasta cúanto llegas a correr en un tiempo razonable?

¿Te parece que listar\_secuencias(n) es una función lineal, cuadrática, logarítmica o exponencial en n? ¿Por qué?

**6.7 Gráficos de complejidad**

**Contar la cantidad de operaciones de un algoritmo**

La siguiente función realiza una búsqueda secuencial de un elemento en una lista. Devuelve la posición del elemento si lo encuentra y -1 si no lo encuentra.

def busqueda\_secuencial(lista, x):

'''Si x está en la lista devuelve el índice de su primera aparición,

de lo contrario devuelve -1.

'''

pos = -1

for i,z in enumerate(lista):

if z == x:

pos = i

break

return pos

Esta modificación de la función cuenta (y devuelve) además cuántas comparaciones (z == x) hace la función. Observá que devuelve un par de datos.

def busqueda\_secuencial\_(lista, x):

'''Si x está en la lista devuelve el índice de su primera aparición,

de lo contrario devuelve -1. Además devuelve la cantidad de comparaciones

que hace la función.

'''

comps = 0 # inicializo en cero la cantidad de comparaciones

pos = -1

for i,z in enumerate(lista):

comps += 1 # sumo la comparación que estoy por hacer

if z == x:

pos = i

break

return pos, comps

Si querés acceder a la posición podés usar busqueda\_secuencial\_(lista, x)[0] y para acceder a la cantidad de comparaciones que hizo busqueda\_secuencial\_(lista, x)[1].

**Ejercicio 6.19: Contar comparaciones en la búsqueda binaria**

Modificá el código de búsqueda binaria (busqueda\_binaria(lista, x)) introducido en la [Sección 6.5](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/05_BusqBinaria.md#b%C3%BAsqueda-binaria), de forma que devuelva (además de la posición del elemento en la lista) la cantidad de comparaciones que realizó el algoritmo para encontrarlo o decidir que no está.

**Gráficar la cantidad de comparaciones promedio**

La siguiente función generar\_lista(n, m) devuelve una lista ordenada de n elementos diferentes entre 0 y m-1, mientras que generar\_elemento(m) devuelve un elemento aleatorio en el mismo rango de valores.

import random

def generar\_lista(n, m):

l = random.sample(range(m), k = n)

l.sort()

return l

def generar\_elemento(m):

return random.randint(0, m-1)

Dada una lista ya generada, digamos que un *experimento elemental* es generar un elemento, buscarlo en la lista y contar la cantidad de comparaciones realizadas. Esta cantidad de operaciones es el *resultado* del experimento elemental.

m = 10000

n = 100

lista = generar\_lista(n, m)

# acá comienza el experimento

x = generar\_elemento(m)

comps = busqueda\_secuencial\_(lista, x)[1]

Entonces, el siguiente código da la cantidad de comparaciones *promedio* en k experimentos elementales. Observá que hay muchas variables diferentes dando vueltas: n, m y k.

m = 10000

n = 100

k = 1000

lista = generar\_lista(n, m)

def experimento\_secuencial\_promedio(lista, m, k):

comps\_tot = 0

for i in range(k):

x = generar\_elemento(m)

comps\_tot += busqueda\_secuencial\_(lista,x)[1]

comps\_prom = comps\_tot / k

return comps\_prom

Como las listas tienen n = 100 elementos y estoy buscando un número cualquiera entre m números diferentes, es casi seguro que no lo voy a encontrar y que voy a tener que recorrer toda la lista para concluir esto (aunque en algún caso puede ser que esté y lo encuentre antes de recorrerla toda!). Entonces el promedio de comparaciones va a dar cercano al largo n de la lista, quizás un poco menor. Tiene una componente aleatoria, es un *experimento* numérico.

Si decíamos que buscar un elemento era un *experimento elemental* digamos que repetir *k* experimentos elementales y calcular el promedio de comparaciones es un *experimento de promedios*.

Grafiquemos los resultados de estos *experimentos de promedios* para diferentes listas de largos n entre 1 y 256. Es decir, estaremos graficando la cantidad de comparaciones que hace en promedio el algoritmo de búsqueda secuencial sobre una lista de largo n, para diferentes valores de n.

import matplotlib.pyplot as plt

import numpy as np

m = 10000

k = 1000

largos = np.arange(256) + 1 # estos son los largos de listas que voy a usar

comps\_promedio = np.zeros(256) # aca guardo el promedio de comparaciones sobre una lista de largo i, para i entre 1 y 256.

for i, n in enumerate(largos):

lista = generar\_lista(n, m) # genero lista de largo n

comps\_promedio[i] = experimento\_secuencial\_promedio(lista, m, k)

# ahora grafico largos de listas contra operaciones promedio de búsqueda.

plt.plot(largos,comps\_promedio,label = 'Búsqueda Secuencial')

plt.xlabel("Largo de la lista")

plt.ylabel("Cantidad de comparaciones")

plt.title("Complejidad de la Búsqueda")

plt.legend()

plt.show()
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En la próxima clase estudiaremos en detalle la librería matplotlib que ya empezamos a usar la clase pasada. Por ahora solo agregamos la función plot(x, y) a la que se le pasan dos vectores (o listas) x e y y realiza una gráfico de líneas uniendo los puntos con esas coordenadas. El parámetro label permite ponerle un nombre a la curva que se muestra luego con la función plt.legend().

Este gráfico parece medio sonso, pero en el próximo ejercicio va a ir tomando color.

**Ejercicio 6.20: Búsqueda binaria vs. búsqueda secuencial**

En este Ejercicio vamos a rehacer los gráficos del ejemplo anterior, pero primero cambiando el algoritmo de búsqueda y luego comparando ambos algoritmos.

1. Usando experimento\_secuencial\_promedio(lista, m, k) como base, escribí una función experimento\_binario\_promedio(lista, m, k) que cuente la cantidad de comparaciones que realiza en promedio (entre k experimentos elementales) la búsqueda binaria sobre la lista pasada como parámetro.
2. Graficá los resultados de estos experimentos para listas de largo entre 1 y 256.
3. Graficá ambas curvas en una misma figura, nombrando adecuadamente las curvas, los ejes y la figura completa. Jugá con xlim e ylim para visualizar bien las dos curvas, aunque tengas que restringir el rango.
4. ¿Qué observas en estos gráficos? ¿Qué podés decir sobre la complejidad de cada algoritmo? ¿Son similares?

El código de este ejercicio guardalo en plot\_bbin\_vs\_bsec.py.

**6.8 Cierre de la clase**

En esta clase trabajamos con funciones y creamos módulos. También aprendimos algunas nociones de complejidad de algoritmos, estudiamos la búsqueda binaria y comparamos su performance con la de la búsqueda secuencial..

Para cerrar esta clase te pedimos dos cosas:

* Que recopiles las soluciones de los siguientes ejercicios:

1. El archivo fileparse.py del [Ejercicio 6.8](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/03_Funciones.md#ejercicio-68-conversi%C3%B3n-de-tipo) o del siguiente.
2. El archivo informe\_funciones.py de [Ejercicio 6.11](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/04_Modulos.md#ejercicio-611-usemos-tu-m%C3%B3dulo).
3. El archivo costo\_camion.py del [Ejercicio 6.12](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/04_Modulos.md#ejercicio-612-un-poco-m%C3%A1s-all%C3%A1).
4. El archivo bbin.py del [Ejercicio 6.15](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/06_Complejidad.md#ejercicio-615-insertar-un-elemento-en-una-lista).
5. El archivo plot\_bbin\_vs\_bsec.py del [Ejercicio 6.20](https://github.com/python-unsam/Programacion_en_Python_UNSAM/blob/master/Notas/06_Organizaci%C3%B3n_y_Complejidad/07_gr%C3%A1ficos_de_complejidad.md#ejercicio-620-b%C3%BAsqueda-binaria-vs-b%C3%BAsqueda-secuencial).

* Que completes [este formulario](https://docs.google.com/forms/d/1De-riQmiD2H9PZAVUkR5hf4lqU_9tp8IACqZYTvePkA) usando como identificación tu dirección de mail. Al terminar vas a obtener un link para enviarnos tus ejercicios y podrás participar de la revisión de pares.

¡Gracias!